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Abstract—Productivity and Sustainability Improvement Plan-
ning (PSIP) is a lightweight, iterative workflow that allows
software development teams to identify development bottlenecks
and track progress to overcome them. In this paper, we present
an overview of PSIP and how it compares to other software
process improvement (SPI) methodologies, and provide two case
studies that describe how the use of PSIP lead to successful
improvements in team effectiveness and efficiency.

Index Terms—software development, software engineering,
software process improvement

I. INTRODUCTION

The Department of Energy (DOE) Exascale Computing
Project (ECP) provides an opportunity to advance compu-
tational science and engineering (CSE) through high per-
formance computing (HPC). Central to the project is the
development of next-generation applications that can fully
exploit emerging architectures for optimal performance and
provide high-fidelity, multiphysics, and multiscale capabilities.
At the heart of the effort is the need to improve developer pro-
ductivity, positively impacting product quality, development
time, staffing resources, and software sustainability, reducing
the cost of maintaining, sustaining, and evolving software
capabilities in the future.

This paper presents the Productivity and Sustainability
Improvement Planning (PSIP) process: a lightweight, iterative
workflow where teams identify their most urgent software
development and sustainability bottlenecks and track progress
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on work to overcome them. Through the PSIP process, teams
are able to realize process improvements, without a huge
disruption to any current development processes.

The contributions of this paper are:
• We compare PSIP with other software process improve-

ment (SPI) methodologies
• We present the PSIP process, a lightweight software

process improvement framework.
• We discuss two case studies where a PSIP cycle was

implemented by an existing software development team
with the help of a facilitator.

II. BACKGROUND

Techniques for software process improvement (SPI), which
aim to assess, design, and realize effective development pro-
cesses, have long represented an evolving area of research.
While “classic” SPI frameworks such as CMM(I) or SPICE
have existed for three decades [1][2][3], a comprehensive
review by Kuhrmann et al. found that from 1989 to 2016 an
average of 11 new or customized SPI methods were introduced
per year [4]. One hypothesis put forward by the authors is
that process improvement is a context-specific activity and
that methods must be adapted to their context in order to be
successful. This trend towards adaptation echoes recent studies
that suggest most software companies today use individualized
development processes that are hybrids of different method-
ologies and philosophies [5][6]. However, the proliferation
and turnover in SPI methods has stalled the development of
any unifying theory or long-term empirical evaluation showing
what makes an SPI method effective.

Against this backdrop, we introduce the Productivity and
Sustainability Improvement Planning (PSIP) process. PSIP is



neither wholly new nor unsupported but is instead a tailored
approach that builds upon previous SPI approaches; likewise,
PSIP is not all-encompassing but is instead a lightweight
toolkit that can be incorporated into existing CSE software
development workflows. In that sense, we situate PSIP in
the context of SPI methods. PSIP breaks from classic first
wave SPI (such as CMM(I) or SPICE, or non-software meth-
ods translated to software like ISO 9000 or Six Sigma),
in that it trades comprehensive standards and certification-
driven assessment for self-defined, internally-driven goals. It
does, however, carry forward first wave ideas such as having
staged models of improvement like CMM(I), in the form of
progress tracking cards. Additionally, PSIP is more aligned
with numerous second wave SPI approaches which incorporate
lean and agile thinking into their methods; it adopts their
emphasis on iterative improvement and continuous learning.

PSIP is, at its core, an instantiation of the Plan-Do-Check-
Act management cycle (PDCA, also known as Plan-Do-Study-
Adjust), first described by Deming in 1950 [7], which provides
the intellectual foundation for much of the modern process
literature (including SPI methods and Agile as a philosophy)
and is itself a translation of the scientific method to the study
of work process. It is both a method to be used by an individual
or with a team, and a method to be taught to a team, with
the team driving the improvement process. This situates PSIP
within a constellation of bottom-up, inductive SPI methods as
characterized by Stojanov 2016 [8]. These include QIP [9],
AINSI [10], LMPAF2 [11], and iFLAP [12]. Each of these
methods emphasizes collaborative discovery of goals, tailored
improvement solutions, and is designed to be lightweight to
support small, resource-constrained organizations. However,
they differ in their approaches.

QIP and AINSI (an implementation of QIP) differ from
PSIP in that both use a Goal-Questions-Metrics approach
to create measures for goals whereas PSIP utilizes progress
tracking cards (PTC) that express either quantitatively- or
qualitatively-defined goal states. PSIP, like LMPAF2, may
utilize a moderator to conduct interviews in order to construct
documentation that captures team’s practices, and draw out
targets for process improvement. However, LMPAF2 focuses
specifically on maintenance activities and relies on frequent
feedback sessions with the moderator to track progress. Fi-
nally, iFLAP conducts interviews with individuals drawn from
across an organization and triangulates improvement activities
by comparing different interview results (as opposed to a group
interview), and the assessor(s) are responsible for creating a
prioritization scheme for improvement targets (PSIP has no
analogous concept).

Within the context of scientific software research and de-
velopment, SPI is an undeveloped territory. The most recent
notable mention came in 2015; Mesh et al. reported plans to
develop a Scientific SPI Framework (SciSPIF) by cataloging
common decision factors and project characteristics and their
relationships to software engineering practices, ideally realized
as an online self-assessment tool [13]. Further work in this area
is needed. In 2006, Baxter et al. observed that a lack of basic

knowledge about development processes was a significant
challenge for the scientific software community [14], but
recent studies suggest the situation is now more nuanced.
A 2019 survey of scientific software developers by Eisty et
al. found that respondents not only saw value in software
process, but even “[preferred] using a defined software de-
velopment process” over ad hoc approaches [15]. This may
be a reaction to the increasing importance of software in
science: a 2018 survey by Pinto et al. found that 8 out of
10 researchers reported spending “more time” or “much more
time” developing software than they did 10 years ago[16]. We
argue that the challenge moving forward is to cultivate ways of
doing software work that align with the needs of the scientific
software community.

Scientific software teams are typically focused on obtaining
scientific results from the software they write. Funding is
for generating results, not software. This is a competitive
process and teams cannot usually expend much time or effort
outside of writing the software features that support generat-
ing new results. Therefore, any productivity or sustainability
improvements must be incremental and integrated into the
primary feature development process. Bug fix or refactoring
releases are rare. In our experience, scientific software teams
typically have little or modest formal software engineering
training. They may be aware of formal terminology such
as software lifecycle, requirements elicitation and technical
debt, but often have incomplete or incorrect understanding.
Furthermore, these teams have an inherent skepticism about
formal, heavyweight approaches that might significantly delay
their current scientific activities or require large investments
before seeing benefits. In this context, a lightweight, adapt-
able, iterative and informal approach to improving developer
productivity and software sustainability is necessary.

III. METHODOLOGY

The Interoperable Design of Extreme-scale Application
Software (IDEAS-ECP) [17] team conducts research on top-
ics of developer productivity and software sustainability in
CSE domains. Its PSIP efforts focus on methodologies for
improving productivity and sustainability by working with
CSE software teams to identify opportunities to iteratively and
incrementally improve software team practices and processes.

The objectives of the PSIP process are to capture and convey
the practices, processes, policies, and tools of a given software
project. The PSIP workflow is intended to be lightweight and
fit within a project’s planning and development process. It
is not meant to be an assessment or evaluation tool. Instead
PSIP captures the tacit, more subjective aspects of team
collaboration, workflow planning, and progress tracking. Addi-
tionally, in the potential absence of planning and development
processes, and as scientific software teams scale to larger,
more diverse, aggregate teams, unforeseen disruptions or inef-
ficiencies can often impede productivity and innovation [18].
PSIPs are designed to bootstrap aggregate team capabilities
into best practices, introduce the application of appropriate



resources, and encourage teams to adopt a culture of process
improvement.

At its core, the PSIP framework is an iterative, incremental,
repeatable, cyclic process for improvement planning. The
cyclic nature of the PSIP process enables software develop-
ment teams to improve overall project quality and achieve
science goals by encouraging frequent iteration and reflection.
The multi-step, iterative PSIP Workflow conceived by the first
author is described below (see Figure 1). Beginning at the
start located at the left of Figure 1, software teams may work
through these steps on their own, or with the assistance of a
PSIP facilitator:

1) Summarize Current Project Practices: The first phase
involves briefly documenting current project practices.
It is important to record the original state of the project
to both provide a baseline for measuring progress and to
help identify areas that are ready for improvement. We
find it important to use plain language when defining
current project practices to reduce misunderstanding of
software engineering terms that might be vaguely or
incorrectly understood by the software team, whose
member may not be formally trained in software en-
gineering concepts.

2) Set Goals: Completing this step typically brings to
light project practices that can benefit from a focused
improvement effort. Although any number of goals may
be identified in this step, a limited set is selected at any
given time to best impact the project and are achievable
within a predictable span of time (a few weeks to a few
months). Goals not chosen at this time may be tabled
for future iterations.

3) Construct a Progress Tracking Card (PTC): A PTC
is a brief document containing the target, or goal of
the planning activity, title of the topic of improvement,
and a step-by-step list of activities or outcomes that
incrementally lead to improvements in team effective-
ness and efficiency. Each practice will have its own
PTC. Teams may select PTCs from the PTC catalog1;
or define their own PTC or modify PTCs found in the
catalog. The purpose of the PTC is to help teams set and
achieve improvement goals. The PTC is not a tool for
external assessment or comparison with other projects.
In fact, since PTCs are custom-designed for each project,
comparisons are typically not possible.

4) Record Current PTC Values: In order to establish base-
line capabilities and track progress, teams record the
initial values (0-5 are suggested) for each PTC.

5) Create a Practice Improvement Plan: In order to in-
crease the values in a PTC (corresponding to improve-
ments in software productivity and sustainability), teams
develop a plan to reach a higher value for each PTC.

6) Execute the Plan: Team efforts are focused on improving
the selected practices described in the PTC. At first,
teams may see a slowdown, as they work to start or

1https://github.com/betterscientificsoftware/PSIP-Tools/tree/master/PTCs

improve a given practice. It is possible for teams to use
complementary SPI methods in executing their plan. The
slowdown in most cases is proportional to the amount
of change, but ideally teams should see steady progress
on a weekly basis after the initial phase and be able to
complete execution of a particular practice improvement
within a few months.

7) Assess Progress: During execution, teams assess, and
determine the rate of progress each week. They adjust
their strategy for success if needed. If progress is delayed
too long, teams usually start the next PSIP iteration.

8) Repeat: The PSIP process is iterative. Continual process
improvement is a valuable attribute for any software
project. The PSIP process may be used to guide im-
provement planning within software projects and across
aggregate projects.

During a PSIP process or at its conclusion, teams may
elect to share their PSIP PTCs, best practices, and/or lessons
learned with other teams. Teams may share their results with
the community in a variety of ways including contributing
blog posts on PSIP progress to the Better Scientific Software
(BSSw) website2, presenting lessons learned in the HPC
Best Practices for HPC Software Developers webinar series3,
and by modifying, curating, or creating tools such as new
PSIP templates, PTCs, or resources for inclusion in the PSIP
catalog4.

IV. CASE STUDIES

In this section, we present two case studies where an exist-
ing software development team collaborated with a facilitator
to work through the PSIP process.

A. EXAALT

The Exascale Atomistics for Accuracy, Length and Time
(EXAALT) project5 is a part of the Chemistry and Materials
Applications area of the Exascale Computing Project. It is a
materials modeling framework designed to leverage extreme-
scale parallelism to produce accelerated molecular dynamics
simulations for fusion and fission energy materials challenges.
The official team comprises approximately 10 researchers at
Los Alamos National Laboratory (LANL) and Sandia National
Laboratories (SNL) working on four sub-projects. While two
of these sub-projects are driven by a handful of people,
the others are larger open-source efforts with many external
contributors.

The EXAALT team was keen to partner with IDEAS-ECP
from the very beginning because they recognized the potential
to improve their software engineering practices, particularly
in the area of continuous integration (CI). Since the project

2https://bssw.io
3https://bssw.io/events/best-practices-for-hpc-software-developers-webinar-

series
4See PSIP-Tools repo: https://betterscientificsoftware.github.io/PSIP-

Tools/, and specifically https://github.com/betterscientificsoftware/PSIP-
Tools/blob/master/PSIP-Overview.md for further elaboration.

5https://www.exascaleproject.org/project/exaalt-molecular-dynamics-at-the-
exascale-materials-science



Fig. 1: The Productivity and Sustainability Planning (PSIP) cycle.

integrates four distinct software packages, each with its own
list of dependencies, the team frequently struggled with build
regressions in the early days of development. After a few
informal discussions with IDEAS-ECP members, the team
agreed that it would be necessary to (1) improve their end-to-
end build system, (2) implement a CI pipeline to automatically
detect build regressions, and (3) add unit/regression testing to
the CI pipeline.

Although the team had not committed to an explicit project-
management process at the early stages of the collaboration,
the steps taken during these discussions correspond to the first
two steps of the PSIP cycle shown in Figure 1. In order to
prioritize their efforts, it was critical to clarify the current
project practices and specify both near and long-term goals.

For the initial stage of the implementation of an automated
end-to-end build system, the PSIP process was only used
implicitly for project planning and execution. For the two
remaining goals, however, PSIP was followed explicitly using
the PTCs shown in Figure 2 (in summarized form). During
steps 3-4 of the PSIP cycle, these PTCs were both fully
annotated, but reflected a “score” of zero. For step 5 of the
PSIP cycle, each PTC step was resolved in both Jira and
GitLab as distinct stories and issues, respectively. The actual
implementation of these Jira/GitLab issues corresponded to
step 6 of the PSIP cycle, and the following assessment of the
completed work was the final step.

The completion of these cards does not mean that the
EXAALT team is finished improving their CI and/or testing
infrastructure. Like most aspects of software engineering, PSIP
is an iterative process, and the initial plan may need to change
if unexpected roadblocks emerge. Whether or not a progress
tracking card can be followed to completion, documenting,
revising, and repeating the process, makes sense when a

natural finishing point is reached. The PTC used in this effort
(see Figure 2) is available in the PSIP PTC catalog.

At this stage, the EXAALT team members have successfully
adopted a minimal CI framework and are ready to apply the
PSIP process to improve their CI pipeline further. The current
plan is to modify the existing infrastructure to interface with
ECP-supported facilities (e.g., Argonne Leadership Computing
Facility and Oak Ridge Leadership Computing Facility). In
addition, they are applying the PSIP process to further improve
test coverage, specifically in the area of statistical tests for
non-deterministic components and task management.

B. Exascale MPI

The Exascale MPI (Message Passing Interface) project
consists of team members from Argonne National Laboratory.
The project focuses on developing a production-ready, high-
performance MPI implementation that scales to the largest
supercomputers in the world. One particular challenge for
the Exascale MPI project is a continuous influx of new
contributors within the project. These new contributors are
expected to already have technical expertise with MPI or
learn these skills on-the-fly as needed by the job. While the
team does provide some mentoring to new members, limited
resources require that newcomers be fairly independent and
proactive when it comes to learning the basic technical aspects
of MPI.

The Exascale MPI team worked with a facilitator to im-
plement the PSIP process. Through the documentation of
current practices, the need to improve the project’s onboarding
processes was identified. Both the Exascale MPI team and the
facilitator agreed to work on a PSIP cycle focused around
improving the training for team contributors. This would take
the form of a single destination resource containing all the



Fig. 2: Summarized versions of PSIP PTCs used for the
EXAALT-IDEAS collaboration. The specific scores in the
figure correspond to the state of the project. Note that some
details about dependencies and timeline are excluded from the
PSIP cards for clarity.

required training material that could be provided to new team
members during the onboarding process.

Once the overall goal was identified, the Exascale MPI
team, together with the facilitator, identified key aspects of
a satisfactory solution. These aspects included the need for:

• A central “repository” for all training material, relevant
to the Exascale MPI team.

• Visually interesting, and easy navigation across all topics.
• Easy administration and ability to update the “repository”

sustainably.
• Open collaboration to allow external contributors to con-

tribute new technical topics and resources.

With the overall goal and desired outcome defined, the
Exascale MPI team worked with the facilitator to create a
timeline based on the resources available, followed by the
creation of a PTC. Figure 3 shows a snapshot of the PTC
created for this PSIP activity. Each step in the PTC, in this
case, serves as an important checklist step to move towards the

desired goal. As mentioned, these PTC cards are live entities
and they may change depending on unexpected progress or
bottlenecks.

Fig. 3: Progress Tracking Card snapshot for Exascale MPI
team, including date of completion. Row 0 indicates the team’s
status at the beginning of implementing the PSIP process.

Once the PTC was created, the team focused on the exe-
cution aspect of the PTC. The PSIP process aims to engage
a full team through the execution of PTC steps. Each step
is approachable, yet builds towards a larger goal. Throughout
the PSIP process, the Exascale MPI team, with help from the
facilitator, continually evaluated their progress on the path to
building a resource for improving onboarding and training.

For improving the training process, the teams identified
what categories of topics needed to be covered in the on-
boarding training. For each category, the team worked and
solicited resources (based on the potential expertise level of
new onboarding members), reviewed the material for accuracy
and applicability, and worked on the design to integrate them
into the training website/portal6. The Exascale MPI team, with
help from the facilitator, did explore the viability of using
existing cloud repository services (e.g., Google Drive). In the
end, the team decided to design a custom stand-alone website
to serve as a training portal, based on their needs and input
from the team members. The training-base portal is a continual
work-in-progress by the Exascale MPI team and can be a
resource for the entire HPC community. At this stage, the
Exascale MPI team is testing the training portal with their new
hires and soliciting feedback. The next step for this PSIP is to
create a plan to improve the training portal, which will focus
on adding new content categories and establishing processes
to sustain the content and its validity.

V. DISCUSSION AND FUTURE WORK

With the Exascale MPI PSIP process, we learned that PSIP
topic developed for a particular team may sometimes be
generalizable enough to be relevant and important to several
teams in an organization or across multiple organizations.

6Exascale Onboarding training portal: https://sites.google.com/view/hpc-
training-base/home



The topic of technical onboarding training for new hires may
sometimes be team-specific, however most teams working in
the HPC field need to train people in the common practices
of the community. Thus, a PTC created for one team (as in
the case of the Exascale MPI team) can be used by many
other teams as a starting point. We also realized that not only
the PTC, but also the resulting output (as in the case of the
training portal) could end up being immensely useful across
many other teams as well. The PTC used in this effort (see
Figure 3) is available in the PSIP PTC catalog.

For EXAALT, we learned that one significant advantage
of the PSIP management approach is that it forces the team
to specify the 4-6 steps needed to reach a given goal. In this
case, the process helped formulate the actionable items needed
to lay the foundation for CI within the existing EXAALT
software repository. Although PSIP can be used to manage the
goals of any software project, the specific details of each step
are highly dependent on the project. For example, different
projects will most likely need to work with slightly different
technologies to build a practical CI pipeline. Specific details
will depend on where and how the source code repository is
organized, as well as the limitations/capabilities of the existing
library dependencies. For EXAALT, this process required
careful discussion between teams in order to determine the
key technologies to use.

In summary, PSIP is a lightweight adaptable framework for
iterative and incremental improvement, applicable to any CSE
software project, regardless of how software is developed and
used. PSIP is easy to learn, especially for scientists who cannot
dedicate time and resources to more formal or heavyweight
approaches.

PSIP is meant to provide a mechanism to set goals collab-
oratively, get team buy-in, and enable periodic status checks
to ensure the goals and execution are aligned. In some cases,
teams may want to utilize a facilitator. This person may aug-
ment the PSIP by bringing process experience and objectivity
to the effort, coaching the team on improving effectiveness
and efficiency.

PSIP does have limitations. It is not as quantitative as other
tools (not designed that way) and will possibly seem trivial to
professional software engineering teams. It is presently best
applied in research software settings and untested in large
enterprises with product deliverables. Finally, no empirical
research on PSIP available currently, only a few case studies.

Presently, PSIP improvements will likely come from further
experience using it. We already know that one of the chal-
lenges of PSIP is making sure that progress on the topic of a
PTC is not blocked by some prerequisite impediment that must
be addressed first. Other needs include more documentation
to support conducting PSIP without a facilitator to improve
scalable application of PSIP. We also need to grow our PTC
catalog and conduct more research on the use of PSIP with
open source software teams, and large enterprises. Finally,
PSIP does not address the issue of teams not being rewarded
for efforts to improve developer productivity and software sus-
tainability. In order for PSIP to be broadly effective, the CSE

community must prioritize the value of these improvements,
something that we observe is happening slowly.

VI. CONCLUSION

In this work we introduced PSIP, a lightweight, iterative
SPI framework and method. Drawing upon a well-supported
foundation of software improvement theory and practice, PSIP
was developed to help CSE software teams, and specifically
HPC teams achieve software process maturity, an answer
to the call by the National Strategic Computing Initiative
for “a portfolio of new approaches to dramatically increase
productivity in the development and use of parallel HPC
applications” [19]. We provided two case studies where the
PSIP cycle was implemented by an existing scientific software
development teams with the help of a facilitator. Beyond
scientific computing, we hope that our study of SPI methods
and their use outside of conventional software development
environments will inform and drive further innovation in the
domain of software processes and methodologies.
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